Abstract

The rise of systems biology brought up an increase in the number, size and complexity of mathematical models used in biology. To reproduce results and re-use models, we need to be able to exchange precise and unambiguous descriptions of their structure and biological meaning. The Systems Biology Markup Language is a community-developed standard format to encode the structure of systems models, coming with a rich software toolkit. SBML Level 3 provides a modular structure, with a core supporting reaction-based models extended by packages that allow the description of a variety of model types, such as constraint-based models, reaction-diffusion models, logic or rule-based models, and provide additional capabilities, for instance building multi-scale models or encode graphical representations. Over the past two decades, SBML has transformed the way systems biologists build and interact with models, and played an important role in increasing model quality, sharing and re-use. However, the landscape of modeling is changing, with the increasing development of multi-scale models of whole cells and organs, and new data such as single cells and live imaging triggering novel ways of integrating data and models. SBML Level 3 provides the foundation needed to support such a revolution.
Introduction

The use of systems modeling and numerical simulations in biology can be traced to the mid-20th century, notably with the works of Hodgkin and Huxley on the molecular basis of neuronal transmission (Hodgkin and Huxley, 1952) and Britton Chance on the mechanism of catalase action (Chance et al., 1952). Since then, the number and variety of mathematical models has steadily grown in all fields of life sciences. These models can be simulated, analyzed, tested, and compared to experimentally-derived data. The insights gained can then be used to confirm or infirm hypothesis, suggest additional experiments, and refine models (Le Novère, 2015). The availability of genome-wide functional information, sophisticated modeling methods, and easily accessible computer power, led to the rise of systems biology as a new domain of research (Kitano, 2000; Ideker et al., 2001). For the increasing number of models to be used and re-used efficiently, they needed to be expressed using precisely-defined digital formats that can be communicated directly between different software systems, databases, and people. This realization around the turn of the millennium drove the creation of the Systems Biology Markup Language (SBML, http://sbml.org), an open, machine-readable format for the representation of computational models.

SBML originated as a byproduct of another project, the Systems Biology Workbench (SBW, Hucka et al., 2001), designed to enable separate simulation-oriented software packages to interact. The effort needed something that did not exist at the time, namely a tool-independent way to represent computational models, removing the potential for translation errors and assuring a common starting point for analyses and simulations. Moreover, the community needed a commonly-accepted format to distribute models as supplementary materials for publications. The decision to create a neutral format based on XML (bray2008, a novel technology at the time) was articulated during a workshop organized at the California Institute of Technology in Pasadena, California, in the year 2000. The initial structure was inspired by a previous effort aimed at exchanging metabolic models (Kell and Mendes, 2008). After further revisions, discussions and software implementations, the final specification for SBML Level 1, Version 1, was released in March, 2001 (Hucka et al., 2003).

The format then evolved in a community-driven fashion, benefiting from the efforts of many people worldwide over more than a decade and a half. A guiding principle in its development has been to seek consensus between different viewpoints and the needs of different groups, to find a middle ground that would be—while perhaps not a perfect solution—an acceptable and usable solution. It was always understood that more types of models existed than SBML initially supported when it was first introduced. However, achieving community consensus on a more straightforward set of simpler features for which support could be readily implemented was deemed a more accessible and more pragmatic strategy. A deliberate decision was taken to add more advanced capabilities later, and SBML thus evolved in stages.

SBML Level 2 was published in 2002, introducing among other things support for discrete events and complex metadata, as well as re-use of other standards such as MathML and Unicode. The format came with a rich toolkit that facilitates its support in modeling and simulation software and its use by end-users (Box 1). While it was initially developed to support non-spatial compartmental models of biochemical reaction networks using chemical kinetics (Hucka et al., 2002), SBML developers soon saw the use for a broader range of other model types, modeling paradigms, and research areas. In addition to reaction-diffusion models, alternative modeling frameworks rose in the past decade, such as constraint-based, logic and rule-based modeling. The progressive development of SBML Level 2 was thus accompanied by in-depth discussions, resulting in the release of SBML Level 3 in 2010 (Hucka et al., 2015) that introduced a profound change in structure enabling the support needed for a much larger variety of models.
Structure of SBML

SBML aims at describing the primary structures of a systems model. Since its inception, SBML’s main strength has been encoding kinetic models for dynamic simulations, for instance of metabolic or cell signaling pathways. The constructs provided by SBML Core are in particular well suited for representing reactions between well-mixed pools of reactants in spatially homogeneous compartments (Figure 1B), including initial conditions, kinetic laws, and all the necessary mathematical relationships between model variables. Listing reactions separately allows software systems to exchange the biological structure of the models together with their mathematical structure precisely and unambiguously. Such a granular structure increases model re-usability. Some SBML models might even use no mathematics at all, and only carry the reaction structure. In fact, SBML is often used to exchange reaction maps (e.g. Oda et al., 2005). Finally, encoding reactions separately considerably facilitates the modification of existing models by adding, replacing or removing reactions, without having to reverse-engineer the model from mathematical equations and make all the required modifications, an error-prone procedure.

However, besides reactions, SBML provides generic facilities to encode a large diversity of mathematical models. All mathematical constructs in SBML are encoded using a subset of MathML (Ausbrooks et al., 2003). Values of model variables may be fixed or changed by mathematical expressions, either before or during simulation, continuously or in response to discrete events. One can also compute the rate of change of a variable. Therefore, SBML can support models described purely with mathematical equations, for example, sets of differential equations — although this should be discouraged when we know the biological mechanisms in play. Moreover, SBML is not restricted to a particular field of the life sciences or a certain level of description. The meaning of the model components is up to the modeler and might depend on the domain. For instance, the variables can be populations of molecules, cells, or even organisms, and the mathematical constructs can represent relationships at any scale. Finally, any SBML element can be extended with annotations which can cover capabilities not yet included in the public specifications, or tool-specific structures.

Although some models deal with dimensionless variables, units can be added to most relevant SBML constructs. In addition to add a layer of physical knowledge to the model, units can be used to validate mathematical equations and help converting models between modeling frameworks. SBML supports a large set of base units from the international systems of units, and provide mechanisms to create custom ones. Units are optional. However, if used, none should be missing or unit validation is turned off in supporting tools.

Any element of a model can be documented using human readable notes encoded in XHTML (W3C HTML Working Group, 2002). To comply with the MIRIAM guidelines (Le Novère et al., 2005), metadata can also be added to model elements via controlled annotations using W3C’s semantic web technologies. A layer of biological meaning can be added by using standard Identifiers.org URIs (Juty et al., 2012) to create cross-references to external terminologies and databases, for instance linking a model’s species definitions to entries in UniProt (The UniProt Consortium, 2017) if it represents a protein or to ChEBI (Hastings et al., 2013) if it represents a simple chemical. Gene Ontology terms (Ashburner et al., 2000) can be attached to compartments, species, and all mathematical objects representing biological process and functions. Clerical data such as personal details or timestamps facilitates logging, tracking and versioning.

SBML does not specify which simulation framework to use. A given model can (for example) be simulated as a stochastic system using algorithms such as Gillespie (1977), which keeps each process separate, or via the numerical solution of differential equations representing all the processes affecting a given molecular species, or something else entirely. This abstract approach allows software tools to translate a model into whatever internal form they use. In fact, SBML
does not specify what to do with a model, for instance which simulation to run, how to run them and how to present and interpret the results. Other formats exist for this purpose such as SED-ML (Waltemath et al., 2011).

SBML development anticipated the conflicting pressures faced by (academic) software developers to produce stable software that meets the needs of their users — usually focused on a subset of the modelling landscape —, within the funding constraints that often restricts development of such software. The resulting Levels of SBML attempt to achieve a consistent language at a certain level of complexity and co-exist. Within a Level, Versions introduce gradual changes and maintain backward compatibility. Level 3 packages have further broadened the scope of SBML without rendering existing software obsolete and allows tools to develop support for only those aspects of Level 3 that are relevant to their particular tool.
Figure 1: A close look at SBML. A) Global structure of an SBML file. In this example, the model description declares the use of the Layout package. Model's structures include the descriptions of model variables, as well as their relationships. Package elements can refer to elements declared in SBML core or other packages. Elements of the same type are defined in ListOf* containers, e.g., model parameters in the ListOfParameters. B) Links between symbols used in the mathematical constructs and the elements describing the reactions, the molecular species, and their localization.
### Box 1. Software infrastructure supporting SBML

<table>
<thead>
<tr>
<th>Application Programming Interface</th>
<th>Software Guide</th>
</tr>
</thead>
<tbody>
<tr>
<td>Libraries that support reading, writing, manipulating, validating, and transforming SBML.</td>
<td>A collection (&gt; 290 to date) of software applications, libraries, and online services that support SBML. Users can browse the guide <a href="http://sbml.org/SBML_Software_Guide">http://sbml.org/SBML_Software_Guide</a> as:</td>
</tr>
<tr>
<td>1. LibSBML <em>(Bornstein et al., 2008)</em> (<a href="http://sbml.org/Software/libSBML">http://sbml.org/Software/libSBML</a>) is written in C++ and offers language interfaces for C, C++, C#, Java, JavaScript, MATLAB, Octave, Perl, PHP, Python, Ruby, and R.</td>
<td>• A tabular form that highlights supported SBML features</td>
</tr>
<tr>
<td>2. JSBML <em>(Rodriguez et al., 2015)</em> (<a href="http://sbml.org/Software/JSBML">http://sbml.org/Software/JSBML</a>) is a pure-Java based implementation.</td>
<td>• A categorized list that displays a summary</td>
</tr>
<tr>
<td>Both libraries:</td>
<td>• An online gallery of screenshots (where provided)</td>
</tr>
<tr>
<td>• Support all levels and versions of SBML</td>
<td></td>
</tr>
<tr>
<td>• Support all L3 packages</td>
<td></td>
</tr>
<tr>
<td>• Use LGPL License</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Test Suite</th>
<th>Validation</th>
</tr>
</thead>
<tbody>
<tr>
<td>The <em>SBML Test Suite</em> (<a href="https://sbml.org/Software/SBML_Test_Suite">https://sbml.org/Software/SBML_Test_Suite</a>) facilitates developers in supporting SBML. It provides</td>
<td>Ensuring correct use of the standard, validation is available via</td>
</tr>
<tr>
<td>1. Thousands of test cases for</td>
<td>1. API libraries</td>
</tr>
<tr>
<td>• Semantic support (using results from both deterministic and stochastic simulation)</td>
<td>2. <em>SBML online validator</em> (<a href="https://sbml.org/Facilities/Validator/">https://sbml.org/Facilities/Validator/</a>)</td>
</tr>
<tr>
<td>• Syntactic support</td>
<td>3. SBML validator web service</td>
</tr>
<tr>
<td>• All Levels/Versions of SBML and relevant L3 packages</td>
<td>Validation ensures compliance with</td>
</tr>
<tr>
<td>2. A graphical front end that enables test cases to be filtered by Level/Version and a range of test tags.</td>
<td>• XML syntax</td>
</tr>
<tr>
<td>3. An online database where test results can be uploaded and compared with results from other simulators.</td>
<td>• SBML Validation Rules published as part of each accepted SBML specification</td>
</tr>
<tr>
<td></td>
<td>• Syntax of L3 packages under development</td>
</tr>
</tbody>
</table>
SBML Level 3’s modularity and breadth

SBML Level 2 was perfectly suited for encoding chemical kinetics models in homogeneous compartments, a field of modeling where methods and best practices were fairly standard. To cover the wider breadth of modeling in systems biology and support larger and more complex models SBML Level 3 introduced the concept of modularity, with a core derived from SBML Level 2 and Packages (Figure 1A). Packages augment the capabilities of SBML core by extending components, adding new components, and changing the meaning or scope of components (within certain limits). That way, SBML Level 3 supports many model types more naturally than if they had to be shoehorned into core SBML constructs. New packages can be developed independently, within dedicated communities as the need arise. This has been the case for logic modeling (Naldi et al., 2015) and constraint-based modeling (Ebrahim et al., 2015). Such a development can take place at a pace that suits their developers and package can be adopted when people are ready.

The list of Level 3 packages declared by models guide their interpretation and handling by software applications. For instance, software tools can detect the presence of features that they may not support, and thus inform users why their tool may not be able to work with a given model. Some Level 3 packages do not affect the mathematical interpretation of a model and can be entirely ignored in a simulation setting (e.g., the Layout package for storing diagrams). However, even when an application does not support a package that adds crucial details to a model, it can nevertheless make some interpretation of fundamental aspects of the model by understanding Level 3 Core and perhaps other packages used by the model. For example, the reaction network of a reaction-diffusion model might still provide useful information even without the spatial context.

Though a modular approach has benefits, it is also not without potential pitfalls. Among the main risks are the fragmentation of the community, and incompatibility of packages, due to complex dependencies of features. The SBML community addressed the former by maintaining communications and interactions between supporters of the various packages while API libraries (see Box Software) can handle some combinations of SBML Level 3 packages today and hide some of the complexity.

Twelve SBML Level 3 packages are under active consideration today (Table 1). Together, they provide new structural capabilities (grouping of model elements into sets, model composition, creation of arrays of elements, use of distributions and sampling, and extension of the mathematical constructs), support for new types of models (constraint-based model, qualitative models, rule-based models, spatial models and multi-agent models), and model representation (layout and rendering of model maps) (Figure 2). To date, six packages have been fully developed into consensus specifications and feature at least two software implementations (Box 2). Another three packages have a draft specification sufficiently advanced that some software tools implemented support.
Figure 2: Extending the Level 3 Core with packages bringing new syntactical constructs (in green) and covering new modeling approaches (in blue) will make SBML better suited to encode the types of modelling (in grey) needed for large and complex models used in physiology, development and disease modeling.
<table>
<thead>
<tr>
<th>Package name</th>
<th>Description</th>
<th>Specification Status</th>
<th>libSBML Support</th>
<th>JSBML Support</th>
<th>Test Suite</th>
</tr>
</thead>
<tbody>
<tr>
<td>Groups</td>
<td>Grouping elements for conceptual purposes. Groups have no mathematical meaning and are not intended to affect simulations.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>n/a</td>
</tr>
<tr>
<td>Hierarchical Model Composition</td>
<td>Support for defining models composed of other models. Those “submodels” can be stored in the same file or as separate files.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Arrays</td>
<td>Support for defining arrays of components, such as arrays of species or arrays of reactions. (SBML Level 3 core supports only scalar values, not arrays.)</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Distributions</td>
<td>Support for defining statistical distributions for quantitative model components (SBML Level 3 Core does not provide a way to indicate distributions of numerical values.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Extended math</td>
<td>Package that adds support for MathML constructs beyond the subset allowed in SBML Core.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Flux Balance Constraints</td>
<td>Constraint-based (also known as steady-state) models.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Qualitative Models</td>
<td>Supports direct expression of Boolean, Petri Net, and similar models in which species variables do not represent quantities but states.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Multistate, Multicomponent, and Multicompartment Species</td>
<td>Supports the definition of species that possess complex features such as states or binding sites, and supports the use of rules-based models.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Spatial Processes</td>
<td>Supports the definition of spatially inhomogeneous geometries and processes such as diffusion.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Dynamical Processes</td>
<td>Creation, destruction, and movement of entities during simulation, which is especially useful for multicellular models.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Layout</td>
<td>Storing position and size of model components for drawing network diagrams. The separate Rendering package specifies details of visual appearance.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>n/a</td>
</tr>
<tr>
<td>Rendering</td>
<td>Extends the Layout package by storing graphical symbols and styles, curves, colors, and gradients in network diagrams.</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>n/a</td>
</tr>
</tbody>
</table>
Box 2. Published SBML Level 3 packages

**Comp** The *Hierarchical Model Composition* package (Smith et al., 2015) allows users to build a model from other complete models or from submodels, as a way to manage complexity or construct composite models. Submodels can be defined within the main SBML file or linked from external model definitions. Multiple instances of a given model definition (i.e. template) can be linked from an enclosing model, to avoid duplication of elements and reuse model parts. The package provides defined interfaces (ports) for optional black-box encapsulation. A hierarchical model can be ‘flattened’ into a single monolithic model using libSBML (Bornstein et al., 2008).

**FBC** The *Flux Balance Constraints* package (Olivier and Bergmann, 2018) provides means for encoding constraint-based models and optimizations, e.g., Flux Balance Analysis (Bordbar et al., 2014). Constructs are added for defining the list of objectives for minimization or maximization, for setting flux bounds on reactions, and defining gene-reaction mappings. Additional information such as chemical formula and charge enable further model analyses including calculation of reaction mass balances, electron leaks, or implausible sources of matter.

**Groups** The *Groups* package (Hucka and Smith, 2016) allows indicating conceptual connections between elements in a model. Components can be grouped together to indicate classification, partonomy, or merely a collection of things. The meaning of the group can be elaborated through the use of annotations on the group structure. Groups may contain either the same or different types of SBML objects, and groups may be nested if desired. There is no predefined behavioral semantic associated with groups, and they cannot influence the mathematical interpretation of a model.

**Multi** The *Multistate, Multicomponent and Multicompartment Species* package (Zhang and Meier-Schellersheim, 2018) adds functionality for representing entities composed of multiple components that can exist in multiple states. Rules can be defined by specifying how reactions depend on the particular states of the entities and their locations. To this end, the package adds syntactic constructs for species types, compartment types, features, binding sites, and bonds. By introducing ‘patterns’ which describe entire families of molecule complexes sharing certain properties, this ‘rule-based, domain-detailed’ modeling approach (Blinov et al., 2004) strongly simplifies the definition of models.

**Qual** The *Qualitative Models* package (Chaouiya et al., 2013) adds constructs to encode models whose dynamics can be represented by discrete reachable states connected by state transitions denoting qualitative updates of model elements. Examples include logic regulatory networks (Boolean or multi-valued (Abou-Jaoudé et al., 2016)) or Petri nets (Chaouiya, 2007). Qualitative species are used to associate discrete levels of activities with entity pools, whereas transitions define the possible changes between states in the transition graph.

**Layout & Render** The *Layout* (Gauges et al., 2015) and *Rendering* (Bergmann et al., 2017) packages define the syntax for storing models as graphical diagrams of networks or pathways. The layout package defines a way to encode the positions and size of graphical elements such as nodes and lines in a diagram, while information about colors, styles, fonts, etc., are defined by the rendering package. The separation accomplishes several goals: First, applications can offer multiple styles for visualizing the same layout of a network map. Second, it simplifies the implementation because most of the essential aspects of a reaction network diagram can be expressed using the layout package, and thus tools do not need to implement a full graphics environment. Features for customizing the look-and-feel of a diagram are left to the separate rendering package.
SBML as a community standard

SBML is a community standard, entirely developed by its users, and not a format imposed by any formal entity, whether a research organization, a governmental agency or an official standardization body. Over the years, the community designs rules to set-up its governance, maintains and develops the specifications, and supports the use of the language.

SBML has been successful in large part because its development has followed a bottom-up approach driven by goals expressed in the community. This engages the researchers and software developers who constitute SBML's foremost stakeholders. It furthermore ensures that development is driven by needs and allows fast feedback from users to developers. The development of SBML and its Level 3 packages is shepherded by the SBML Editors, a group of community-elected volunteers, serving terms of three years (See Box 3 for a more detailed description of the process leading to the release of a new package). SBML editors write or review SBML specification documents, organize discussions and votes on specific technical issues, and enact the decisions of the community. Besides, the SBML Team, a group of people with dedicated financial supports (of which the main one is a current grant from the US National Institutes of Health), develops the core SBML supporting software (Box 1).

SBML hosts specific mailing lists for people who want to be informed about changes related to SBML, such as updates of the SBML specifications, libraries and software support. The main changes to the specifications are discussed by the community through the SBML mailing list sbml-discuss or the lists dedicated to specific packages. Detailed information about the mailing lists is available at http://sbml.org/Forums/. Interested persons can also contact the SBML Editors directly at sbml-editors@googlegroups.com and the SBML Team at sbml-team@googlegroups.com.

Many changes are proposed and discussed by the community at the annual SBML meetings. The community comes together twice a year within the context of the COMBINE (Computational Modeling in Biology Network, http://co.mbine.org) meetings: The HARMONY hackathons take place in the first half of each year and focus on the support of existing SBML, in particular via the development of libraries, tools and specifications. The COMBINE forums take place in the second half of each year and focus on the presentation of novel relevant tools and the discussion of proposed features. In addition to these general meetings, special working groups meet regularly to drive package development. It is worth noting that the resulting SBML development has stimulated collaborative work and the creation of consortia, leading to better awareness and communication within groups interested in specific modeling frameworks. A good example is the CoLoMoTo effort, partially launched by and responsible for the development of the Qualitative Modeling Package (Naldi et al., 2015).
Box 3. Package development process

**Package proposal stage** The SBML Editors follow the *SBML Development Process*, which includes a set of procedures that allows anyone to propose a new SBML package. Proposals may be as detailed as the authors wish, but must address the need being served by the package, and the general plan for how the package will address that need. Proposals are first voted on by the SBML community using a set of criteria that indicate that the area the package intends to address is appropriate, and that the proposed approach seems viable.

**Package development stage** Once a proposal has been approved a package working group (PWG) is formed and a dedicated mailing list established. All interested parties are encouraged to subscribe. Members of the PWG work on both specification and implementation; iterating on both following decisions made at each point. Once members have finalized the specification, they submit it to the SBML Editors, including a covering letter detailing the implementations.

**Editor approval stage** The SBML Editors review the specification for style and clarity. They establish the exchange of models between implementations and, where appropriate, check that the results of simulation/analysis are reproducible and accept the page as official if all the criteria are satisfied.

Impact of SBML

Both the process of developing SBML and the language itself had a profound impact on the field of systems modeling. The SBML development process helped to structure the domain by directly and continuously involving the community of developers and users of modeling software. The frequent meetings improved feedback from modelers to software developers. They also increased the awareness of existing tools - as did the Software Guide (see Box 1). Furthermore, developing SBML instilled a culture of model sharing and re-use in systems biology. The ability to exchange models between software tools, and re-use them, as such or as a starting point for new modeling efforts, changed the way people built and used models. It also created new activities centered on the models themselves, including automatic model generation, analysis of model structures, model retrieval, and integration of models with other types of data. Existing software tools allow modelers to use SBML in all aspects of a modeling project, including creation (manual or automated), manipulation, annotation, comparison, merging, parametrization, simulation/analysis, comparison of analysis results, network motif discovery, system identification, and omics data integration, visualization of models, and more (see Box 4).

Before the advent of SBML, it was extremely challenging to exchange models between different modeling tools since most were using incompatible scripting languages, or even hard-coded the mathematics. The rise of systems biology led to an increase in models’ size and complexity that made rewriting a model from scratch even more difficult and error-prone. Modeling projects relying on a single software tool are becoming the exception. SBML permits the use of a single description throughout the modeling life cycle (Box 4). While the exchange of chemical kinetics models in SBML has been a staple of computational systems biology for a few years now, it also recently became possible for qualitative and rule-based models with the Qual and Multi package (Box 2). For example, CellNOpt (Terfve et al., 2012) provides a set of optimal Boolean models that best explains the causal relationships between components of a signaling transduction network and associated data. Dynamical properties of these models can be studied with GINsim (Chaouiya et al., 2012), varying the updating schemes, identifying the model attractors, mutant behaviors, etc.

Encoding SBML also facilitated the comparison of analyses obtained from different software tools. If a deviation is identified, modelers and software developers can further investigate the reasons. It has been shown that wrong interpretation of genome-scale models by different software was alleviated by the use of proper SBML (Ebrahim et al., 2015). In rule-based modeling, the combinatorial numbers of reactions makes impractical to check the correctness of all expended rules. Two rule-based modeling tools, such as Simmune (Zhang et al., 2013) and BionetGen (Faeder et al., 2009) can nevertheless easily simulate the same models by supporting the SBML Multi package. A simple comparison of the total numbers of well-defined species from the same starting point can give good confidence that the models are defined with correct rules and that software tools behave accurately. As a consequence, using sets of SBML-encoded models has become the norm to assess the accuracy of system modeling software, initially using BioModels as a source of curated models (Bergmann and Sauro, 2008), and now using the SBML test suite (Box 1).

SBML eased automated process of mathematical models so they became just another type of data in the life sciences, that one can generate, process, share, etc. SBML is nowadays used as import/export format by many databases of mathematical models (Chelliah et al., 2014; King et al., 2015; Peters et al., 2017), but also by pathway databases (Caspi et al., 2015; Mi et al., 2016; Fabregat et al., 2017) as well as reaction databases (Wittig et al., 2017; Placzek et al., 2017). SBML is also used to share models by more generic data management platforms in systems biology (Wolstencroft et al., 2016). The continuous development and reuse of existing models in systems biology requires sound model management strategies. SBML facilitates tasks such as model storage,
version control (Scharm et al., 2015), quality and validity checks. The comparison of model structure or semantic annotations has also led to the development of several methods to quantify model similarities (Henkel et al., 2016) that can then be used to improve the relevance of model searches (Henkel et al., 2010; Schulz et al., 2011). Once model elements can be compared, one can align, combine and merge different models (Krause et al., 2010).
Box 4. Examples of SBML use cases

One of the deepest impacts SBML has on computational systems biology is to facilitate, or even enable, collaborative work. We illustrate here three use cases were using SBML facilitates or enables research projects.

**SBML throughout the model life-cycle** Encoding a model in SBML permits to use different software tools for the tasks to which they are best suited. A signaling pathway can be designed graphically using CellDesigner (Funahashi et al., 2008). The resulting model can then be semi-automatically annotated using the online tool semanticSBML (Krause et al., 2010). Experimental kinetic information can be retrieved in SBML from the SABIO-Reaction Kinetics database (Wittig et al., 2017). COPASI (Hoops et al., 2006) allows users to estimate parameters and to simulate the model with various algorithms. Other SBML-supporting tools provide capabilities such as identifiability or bifurcation analysis such as Tellurium (Choi et al., 2016) and PySCeS (Olivier et al., 2005). Each step of the modeling, simulation and analysis procedure can be documented using the notes attached to every model component. The model can even be turned into a publishable document using SBML2LaTeX (Dräger et al., 2009).

**Pipeline for automated model building** The ability to precisely identify model components using semantic annotations facilitates the building of automated pipelines for model generation, using existing models in conjunction with databases of molecular phenotypes or reaction kinetics (Li et al., 2010). Models can also be generated de novo from data resources, as shown by the Path2Models project (Büchel et al., 2013). Path2Models produced 143,000 models SBML models (all fully annotated) for over 2,600 organisms using pathway database data. Metabolic pathways were encoded in SBML Core while signalling pathways were encoded with SBML Qual (Chaouiya et al., 2013). Moreover, constraint-based models of genome-scale reconstruction were provided for each organism. Pipelines have now been built that can systematically generate alternative models for different tissue-types (Thiele et al., 2013) and patients (Uhlen et al., 2017), a pivotal stepping-stone towards personalized precision medicine.

**Development, sharing, and re-use of genome-scale models** Constraint-based modeling approaches such as Flux Balance Analysis and its derivatives permit to use whole-genome reconstructions together with experimental molecular phenotypes in order to predict how mutations or different environments affect metabolic landscapes, and to predict drug targets and biomarkers (Savinell and Palsson, 1992; O’Brien et al., 2015). With the availability of genome-scale metabolic reconstructions (Edwards and Palsson, 1999), the use of genome-scale metabolic flux models has been growing exponentially (Bordbar et al., 2014). A recent development in the field has been the curation by the community of consensus metabolic models, in particular for human (Brunk et al., 2018). Those community efforts rely heavily on SBML for encoding and sharing the models, including annotations, which are crucial to document the curation process and use the reconstructions later, and also visual representation using the Layout (Gauges et al., 2015) and Render (Bergmann et al., 2017) packages. The Flux Balance Constraint package (Olivier and Bergmann, 2018) enables encoding of the information required for model optimization and flux calculation. Unambiguous encoding in SBML has been shown to be key for interpreting the model and precisely computing fluxes (Ebrahim et al., 2015).
Forthcoming challenges

Over the best part of two decades, SBML has supported mathematical modeling in systems biology, structuring the corresponding scientific community and fostering a culture of openness and sharing. This was helped by the emphasis on relatively simple chemical kinetics representations of biomolecular pathways, and the prevalence of ordinary differential equations (Hübner et al., 2011). The structure of the models could then easily be exchanged between SBML-supporting software. Although this modeling approach remains very important, the field is evolving fast, presenting challenges that the community — and SBML — must face.

The first noticeable evolution lies in the size of the published models. While a model in BioModels’ “literature” branch contained on average 30 mathematical relationships in 2005, it features about 900 as the time of writing. All types of models tend to grow. However, the main driver of this inflation is currently the increasing use of genome-scale metabolic models (Bordbar et al., 2014). Those models can now be produced semi-automatically for many organisms (Büchel et al., 2013; Magnúsdóttir et al., 2017). Moreover, methods have been developed to use several such models conjointly, either to model several cell-types (Bordbar et al., 2011) or populations of cells (Dамиani et al., 2017). It is, therefore, reasonable to anticipate models of ecosystems soon, such as microbiomes and their host. Model size will also become an issue as more models of tissues and organs are exchanged and reused, for instance developed with software like CHASTE (Mirams et al., 2013) and ComputCell3D (Swat et al., 2012). Explorations have shown that using SBML packages such as Comp (Watanabe and Myers, 2014) and Arrays (Watanabe and Myers, 2016) may provide solutions.

Because of the variety of biological phenomena amenable to mathematical modeling, their scales, and their characteristic properties, it is likely that a much broader variety of modeling approaches will become mainstream, beside the numerical or logical simulation of biochemical reactions. Many of those approaches have long been used in modeling biological process but remained confined within communities of specialists. However, methods such as multi-agent and lattice approaches are now needed to represent evolving cell populations, cell migration, and deformation. Modeling the development of tissues and organ function may also require to combine them with reaction-diffusion models, or multi-physics approaches. Statistical modeling will need to complement traditional instance-based systems if we want to take into account patient variability or information coming from single-cell measurements. Not only new modeling approaches are increasingly being used, but the coupling of different modeling approaches within the same simulation experiment is also becoming more frequent. Biomolecular reactions modeled using ODEs, Poisson processes and Flux Balance Analyses were coupled in the first whole-cell model (Karr et al., 2012). At the organ level, liver lobules were modeled using a combination of metabolism and multi-agent models (Schliess et al., 2014). Several approaches mixing modeling of cell mechanical properties and gene regulatory networks or signalling networks were used to study morphogenesis (Tanaka et al., 2015; Delile et al., 2017). The coupling of different approaches can be done within a single hybrid model, simulated by a given software tool, or each model can be simulated using a different software, with a dynamic synchronization at runtime (Mattioni and Le Novère, 2013).

Published and proposed SBML L3 packages already provide support for different modeling approaches (Figure 2). Software exists that allows using conjointly model parts encoded with different L3 packages. For example, the software FlexFlux (Marmiesse et al., 2015) allows the use of a constraint-based metabolic model encoded in SBML FBC with a logic model of regulatory genomics encoded in SBML Qual to run dynamical Flux Balance Analysis. More packages will be needed in the future. We believe that those packages will have to be grassroots, ensuring that they fulfill the needs of users and get prompt software support. Because of the increase in size,
Models are increasingly developed using quantitative experimental measurements. Data has long been used to estimate parameters of moderate size (Mendes and Kell, 1998). Novel approaches are being developed to take care of very large kinetics models (Villaverde et al., 2018). Methods also exist to take into account the variability of experimental results (Liepe et al., 2010). Experimental data is also used to constrain models, such as genome-scale reconstructions. While most methods so far used transcriptomics data (Machado and Herrgård, 2014), for instance, to develop personalized patient models (Uhlen et al., 2017), multi-omics datasets start to be considered (Ebrahim et al., 2016). Use of patient data in conjunction with models can also support drug discovery pipelines (Jerby and Ruppin, 2012). Finally, new technological developments are revolutionizing life sciences and health, and are expected to have a large impact on systems modeling. Improvement in live imaging permit to provide quantities, distributions and velocities of biological entities over time, including single cell and single molecules tracking (Lipkow and Odde, 2008; Griffin et al., 2011). Omics measurement at single-cell resolution also changes the way we parameterize models or validate simulations, increasing the importance of variability, whether intrinsic noise or meaningful distributions.

These emerging needs take place in an evolving landscape of the computational systems biology landscape where the structural model moves from being the principal object of study to become a knowledge aggregator and even integrator. When SBML emerged, it was natural that a model was self-contained. In the future, such a postulate might be challenged. So far, a typical SBML-encoded model came with uniquely defined values parameters, whether initial values for state variables or parameters of mathematical expressions. However, the same “model” can be used with different parametrizations depending on the needs, some of the parameters being distributions, lists or ranges rather than unique values. The semantic annotation of SBML elements has become increasingly important over the years, a bedrock for many of the analyses using SBML-encoded models. It was proposed to move such annotations to separate, linked, files (Neal et al., 2018). Other formats have been developed that can complement SBML, and some consolidations and increased coordination could happen. For instance, graphical representations of models can be encoded in SBGN-ML (Van Iersel et al., 2012). SBML always aimed at defining the model in a declarative way, irrespective of the simulation framework used for its interpretation. SED-ML was later developed to encode what to do with the model, including initialization, simulation and processing of results (Waltemath et al., 2011). Finally, with the rise of gene engineering and synthetic biology, SBML could be combined with other standards such as SBOL (Galdzicki et al., 2014), which allows encoding of genetic designs. For instance, preliminary works showed that SBML can be enriched with SBOL to provide models of DNA components’ behavior (Roehner and Myers, 2014). Files in all those formats can now be distributed in single archives, encoded with the OMEX file format (Bergmann et al., 2014). One can thus share all the materials needed to understand and reuse a systems biology project involving modeling and simulation.

We believe that SBML will continue to play a pivotal role in this complex environment. Other formats are often being aligned with SBML, borrowing its object-oriented data structures, which map the complexity of biological systems to distinctly comprehensible components, an also its rich semantic annotation system. Its development also shapes and unites the modeling
community.

Conclusion

SBML was born 18 years ago, as systems biology emerged as a branch of life sciences. The format and supporting software tools were instrumental to the growth of the domain. When modeling and simulation became increasingly used to gain insights into biological phenomena, SBML allowed researchers to publish models in an open, well-supported, and reusable format. Today, scientists can build, manipulate, annotate, store, reuse, publish, and connect models to each other and to basic data sources. In effect, SBML turned models into a kind of data, and moved modeling in biology from an art to an engineering procedure.

The landscape of modeling in systems biology is changing, and SBML will have to change with it. SBML made possible much of the research pursued by the authors of this article, and also helped us structure our thoughts about our models and the biology they represent. We wish SBML continues to be a source of inspiration for many researchers, especially those new to the field. In return, may they help develop the next generation of the language to support more comprehensive, richer, and more diverse models, and expand the reach of systems modeling towards entire cells, organs, and organisms.
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